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Leveraging Low Code Development of Smart Personal Assistants: An Integrated Design Approach with the SPADE Method
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ABSTRACT

Smart personal assistants (SPAs), such as Alexa for example, promise individualized user interactions owing to their varying interaction possibilities, knowledgeability, and human-like behaviors. To support the widespread adoption and use of SPAs, organizations such as Google or Amazon provide low code environments that support the development of SPAs (e.g., for Google Home or Amazon’s Alexa). These so-called low code platforms enable domain experts (e.g., business users without programming skills or experience) to develop SPAs for their purposes. However, using these platforms alone does not guarantee a useful and good conversation with novel SPAs due to non-intuitive design choices. Following a design science research approach, we propose the Smart Personal Assistant for Domain Experts (SPADE) method to address the missing link. This method supports domain experts in the development and contextualization of sophisticated SPAs for various application scenarios and focuses especially on conversational and anthropomorphic design steps. Our proof of concept and proof of value results show that SPADE is useful for supporting domain experts to create effective SPAs in different domains beyond private set-ups.
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Introduction

New technological developments, such as advances in natural language understanding and processing, have given rise to a relatively new class of systems called smart personal assistants (SPAs). SPAs are software agents designed to aid users in performing various activities by interacting with them via natural language [53, 63]. SPAs’ key characteristics include their ability to react to user utterances in real time and adapt their answers accordingly, thereby engaging in dialog comparable to human-human interaction. They can also absorb contextual factors, such as a user’s workflows, current knowledge state, and dialog routines, to adapt their responses accordingly. SPAs can increase the quality of various private and work-related task processes and outcomes [108]. In work environments, they are mostly expected to increase workers’ productivity by helping them conduct their tasks and work routines more efficiently [52]. In education, research has shown that SPAs
have the potential to increase learners’ success in different contexts. In private contexts, they are often designed to enhance users’ well-being and comfort [121].

SPAs have become increasingly popular in both the public (e.g., at work) and private domains. Recent studies have shown that 4.2 billion SPAs are frequently used in households worldwide [119]. Consequently, several prominent technology providers (e.g., Amazon, Google, IBM, and Facebook) are offering SPAs and technological platforms in a bid to conquer this rapidly growing marketplace [128].

The development of a SPA is challenging for designers because to the high degree of contextualization (such as context adaptive conversations, e.g., individual coaching) required to deliver flawless user experiences [26, 107]. During the development process, they must account for the user’s goals, the user’s preferences with respect to the assistant’s personality and speech style, and prepare a script that encompasses all possible permutations of user/SPA interactions. Designers must also anticipate the user’s actions and design appropriate SPA responses. In sum, these design choices require the developer to perform various activities (i.e., writing a script and implementing it via natural language processing techniques, determining the SPA’s personality, and implementing the underlying technological infrastructure) and train the knowledge base for the content of the conversation. As a result of these SPA-specific design challenges (i.e., contextualization), conventional approaches to interaction design often fall short, since design iterations based on prototyping and user testing are difficult to realize for domain experts [69].

Consequently, many SPA technology providers have developed toolkits that support the process of designing and developing SPAs without requiring extensive programming knowledge nor experience [20]. This shall enable domain experts (e.g., business representatives such as product managers) to develop useful SPAs independently, thereby reducing the need for extensive user research and testing. Examples of this can be found at Google, Amazon, and IBM, which offer low code development platforms (LCDPs) that allow users to create their SPAs without much technological know-how and time. Within companies, these LCDPs are part of a larger trend of technology democratization [16], referring to any undertaking that traditionally required coding but can now be accomplished by a business user. Domain experts (irrespective of the domain they work in, be it education, marketing, accounting, design, or operations) thus have greater control over the development tasks and workflows. Consequently, no domain expert ends up in a back-and-forth with developers and faster higher-quality outputs are promised [8].

In reality, however, these LCDPs provide only the necessary technological functionalities while fading out certain socio-technical factors, such as anthropomorphism, necessary to create an effective experience with SPAs. The lack of guidance during the development, becomes even more obvious when having a closer look at the number of abandoned SPAs and the number of SPAs introduced to the market with little to no user acceptance (e.g., growth rate for Amazon Alexa Skills dropped over the past years, suggesting lower developer enthusiasm [59]). At present, aside from SPAs’ omnipresence, interactions with them frequently result in questions like “I did not catch that, would you repeat it?” and abrupt ends to conversations. Nonetheless, SPAs can sustain themed discussions nearly 85 percent of the time [95]. Considering that social or commercial encounters rely on user engagement and considerable experience, the remaining 15 percent of interactions with the SPA are crucial: if the SPA is unable
to smoothly handle the users’ conversation, breakdowns may lead the user to abandon the service [3]. In addition to general natural language or linguistic errors, interaction and conversation errors as well as motivational failures can result in conversational breakdown and, thus, failed interactions [6, 12]. These potential errors can lead to total rejection of and loss of trust in SPAs and their respective providers [33]. As many service encounters rely on SPAs, these failures have serious consequences. Poor interaction with an SPA may influence a customer’s buying decisions [114] and can affect word of mouth promotion and repeat purchase intention [10].

To fill this gap, in this paper, we seek to answer the following research question: How can we support domain experts’ development of useful smart personal assistants within low code development environments?

To address this question and to unite the scientific research, and expertise from previous SPA development projects, we followed a design science research (DSR) approach to develop and evaluate the comprehensive and generalized Smart Personal Assistant for Domain Experts (SPADE) method [92]. Due to the lack of knowledge of supporting domain experts in designing useful SPAs, we follow a theory-motivated design approach [14, 73]. Thereby, we combined theoretical insights from SPAs, user-centered design, and end user programming research with practical insights from user interviews to identify the requirements that our solution needed to meet. Second, using these requirements, we developed SPADE, a method that guides domain experts through the SPA development process step by step and provides information on the major activities in each step and how to complete them. To demonstrate SPADE’s feasibility and value, we followed Nunamaker et al. [89, 90] in providing proof of concept and proof of value evaluation. In our proof of concept, we conducted 39 interviews with domain experts with experience of developing SPAs in a low code environment. Within the proof of value, in the first step, we used two in-depth studies to demonstrate the application of the method for two different kinds of channels (i.e., voice- and text-based assistants). In these in-depth studies, we demonstrated that end-users (i.e., clients or employees) consider the resulting SPAs useful for their intended purpose. Second, we used a study of 38 domain experts in the field of education (i.e., educators without programming knowledge or experience) to demonstrate our method’s usefulness in guiding domain experts through the SPA development process. We thus generate design knowledge to literature and practice, that helps domain experts explore and leverage SPAs’ potentials in their areas of expertise.

**Theoretical Background**

**Smart Personal Assistants**

Smart Personal Assistants are software agents designed to aid users in performing various activities by interacting with them via natural language [40, 70]. SPAs’ novelty lies in two aspects: how users interact with them and their human-like behavior. To analyze these new modes of interaction, the dimensions “degree of intelligence of the system” and “degree of interaction implemented in the system” were identified in Knote et al.’s framework [62, 63]. The dimension “degree of interaction” includes the factors of communication mode, direction of explicit interaction, query input, response output, and action. “Degree of intelligence” includes the factors of assistance domain, accepted commands, adaptivity,
collective intelligence, and embodiment. The main functionality, the SPA’s “brain,” is typically housed as a cloud service that uses machine learning and natural language processing techniques to handle voice data (converting voice-to-text, performing linguistic context analysis, and providing answers to questions [20]). In sum, SPAs can be considered a special type of software that is known as a dialog-based system. Thus, SPAs are distinguished from other forms of user interfaces by their use of natural language interfaces (e.g., graphical or code-based user interfaces) [2]. Unlike typical user interfaces (point-and-click interfaces), which are mostly concerned with visual design, SPA design also takes into account interactions with synthetic entities through natural language. Thereby, compared to other types of software, SPA development also entails designing conversations rather than merely designing interfaces and trains computer programs instead of simply programming them [80]. Within this article we will primarily focus on the first distinction, the shift from designing interfaces to designing conversations.

Despite modern SPAs’ capabilities (such as understanding and communicating through natural language), successful user experience design still represents a major challenge, particularly due to high user expectations [76, 112]. SPA interaction experiences may or may not foster user satisfaction [93, 133]. An experience with a SPA is positive if the user has sensations or acquires knowledge through interaction with different elements of a context that has been purposefully designed by a provider [48, 131]. For instance, a therapeutically successful conversation in healthcare is dependent on reflective listening or a reflection of emotions back to the patient to demonstrate understanding, resulting in connection and involvement [67]. In the context of e-commerce, for example, insufficient engagement during transactions leads to a high percentage of order cancelations and frequently results in customer dissatisfaction [61, 115]. These examples highlight the importance of good conversation design. Within this realm, research has lately focused on the recovery of conversational breakdowns [6].

In order to facilitate good conversation design, research has also focused on anthropomorphic SPA design, which promotes a more human-like SPA appearance and behavior (e.g., [2, 19, 27, 35]). Such anthropomorphic design elements are likely to increase user anthropomorphism [113]. In this context, anthropomorphism is the psychological phenomenon of attributing human-like characteristics to nonhuman agents, such as motivations, feelings, and intentions [34]. Two types of anthropomorphism are commonly studied. The unconscious attribution of human features to nonhuman interaction partners is known as mindless anthropomorphism [110], and it is the subject of the psychological theory of anthropomorphism [34]. Mindful anthropomorphism, by contrast, is the intentional belief that a technological interaction partner is human rather than a computer [56]. Correspondingly, the Computers are Social Actors (CASA) paradigm proposes that humans exhibit the same social responses to computer systems as they do to other humans [85, 86], and several empirical studies based on this paradigm have shown that anthropomorphic design influences human perception and behavior. For example, studies have shown that anthropomorphism can increase user trust (e.g., [19]) and stimulate favorable attitudes, such as liking, empathy, and enjoyment (e.g., [9]).

These design considerations may help to alleviate the challenges associated with SPAs. To ensure a sufficient level of anthropomorphism, designers must consider the user’s preferences regarding the assistant’s personality and speech style and to prepare
a corresponding script for the interaction with the SPA [32]. The user’s actions must also be anticipated, and appropriate reactions on the part of the SPA must be developed. This leads to situations in which the designer must perform various activities and in which conventional approaches to interaction design often fall short [69].

Consequently, previous studies have attempted to integrate end-users directly into the development process to better account for their needs and preferences. In the section that follows, we provide an overview of these efforts.

**Domain-oriented Approaches for Developing Smart Personal Assistants**

User integration (i.e., domain expert integration) into the SPA development process is a relatively new phenomenon. While several studies have investigated SPAs’ technological foundations, relatively few have examined SPAs’ socio-technical design from the domain expert’s perspective [102]. When reviewing the existing literature on user-oriented methods for developing SPAs, we identified three categories of approaches: First, those that focus on the collection and evaluation of interaction requirements from the user’s perspective; Second, role-play approaches that focus on evaluating the solution; and thirdly LCDPs that allow the user to directly build a new SPA without possessing programming skills or experience.

Various studies have examined the collection and evaluation of user interactions [72, 84] based on the premise that preliminary explorations of the interaction logic are possible without implementing the actual interface. For instance, Wobbrock et al. [130] developed an approach to deriving gestures from users by first illustrating the effects of a gesture and then asking potential users to perform its cause. When it comes to the evaluation of interaction requirements, Jiang et al. [54] described an approach in which predefined tasks for controlling the SPA are simulated to determine the user’s satisfaction with the interaction. In addition, scenario techniques (i.e., typical scenarios for controlling a device) are used to evaluate user satisfaction with these interaction scenarios [60]. However, these approaches provide only limited possibilities for users to become active participants in the development process.

The second category of user-oriented development approaches relates to role-playing approaches, which have been used in a variety of studies [105]. For instance, Lee et al. [71] used a modified “Wizard of Oz” approach [24] when potential users evaluated an SPA in the early design stages. Using this approach, the researchers were able to illustrate how the users would perform input gestures and how they would create feedback for the SPA to further improve the system. However, these role-play approaches do not provide direct design implications because the actual system is not implemented and therefore the users cannot attain a sufficient understanding of the overall system [124].

The third category of approaches relates to the provision of development to foster the development of software by people within a certain application domain. Different technology providers (such as Amazon or Google) offer rich ecosystems with intuitive interfaces that allow many users to create SPAs without having programming knowledge or experience. These SPA ecosystems may also be classified as low code development platforms (LCDPs), as they “enable a rapid application delivery with a minimum of hand-coding and quick set-up and deployment” [97, p. 2]. These LCDPs (like Amazon’s Alexa Skills Kit) empower users to combine pre-programmed
components on a visual interface and to create functional SPAs [11]. Consequently, SPAs can be built on a much simpler way using LCDPs than using traditional development processes [101]. The accelerated speed of development [30] is, for instance, visible in the over 100,000 chatbots that were created on Facebook Messenger within one year [55]. Amazon’s Alexa has also exhibited rapid growth in terms of her skillset: in 2016, Alexa possessed 300 skills; by 2020, she possessed more than 100,000 skills worldwide [120]. However, as Iacucci et al. [51] pointed out, even with the help of these LCDPs, developing proper interactions can be rather complex, involving various preparatory tasks and sufficient knowledge of basic interaction rules. This problem is, for instance, reflected in the actual usage of the skillset provided by Amazon’s Alexa: analysis shows that 61% of all skills have never received a user rating [58].

In sum, the outlined approaches provide insights into how the conversation with a SPA and thus the end user’s experience might be improved. However, all the outlined approaches have specific disadvantages. The first two categories of approaches still follow the logic of classical systems development, whereby SPAs are built by programmers and together with domain experts according to our definition and therefore provide little guidance for our method. The last category seeks to empower domain experts without programming skills or experience to leverage their expertise in the desired usage context as well as in the context of existing user needs and to autonomously develop SPAs quickly. Here, the challenge lies in the fact that the provision of the capabilities to develop SPAs with programming knowledge or skills alone is often insufficient to ensure the development of SPAs that offer satisfying user experiences.

The last category sublimes in the research stream of end user development (EUD) [4]. EUD refers to the empowerment of people who are not professional software developers to develop and adapt digital artifacts in a way that fits their existing practices, knowledge, or skills [74]. In this regard, it is important to point out that EUD not only refers to the integration of end users (i.e., consumers) but can also be applied to the integration of domain experts into the digital artifact development process [23, 39, 106]. It is also essential to note that EUD not only addresses programming activities but encompasses the entire software development process. Within EUD, domain-specific requirements regarding the digital artifact are considered, as domain experts can contextualize the artifacts not only during the design process but also during the later usage phases [4]. This extension distinguishes EUD from other user-oriented development approaches [116]. Because EUD can contextualize new digital artifacts during both development and use, it has aroused significant interest in research and practice. Consequently, an increasing number of studies have extended EUD to new application domains, such as the Internet of Things [1, 5], embedded technologies [68, 125], and intelligent technologies [25, 78]. Consequently, this last category seems a good starting point for our research.

**Research Methodology**

Design science research (DSR) is a pragmatic research paradigm that promotes the creation of innovative and valuable artifacts to solve real-world problems [46, 50]. According to Kuechler and Vaishnavi [65], DSR analyzes the use and performance of
designed artifacts to understand, explain, and often improve on those artifacts. DSR projects develop these artifacts by identifying requirements from theory and from the application domain, translating them into a corresponding instantiation, and rigorously evaluating this instantiation (i.e., 40, 54, 77). When developing our method SPADE, we applied these guidelines, as DSR constitutes a widely used and accepted approach within the field of information systems. In Figure 1, we summarize our DSR approach, which is adapted from Kolfschoten and de Vreede [64]. We implemented the depicted activities and an iterative process to create SPADE—an SPA design and development method for domain experts.

In the first step, we closely examined existing design approaches and frameworks. We identified the research stream of end user development, which relies on the integration of the end-user into the creation or modification of digital artifacts. The domain-oriented design environments (DODEs) approach particularly informed our method. Furthermore, we identified what current low code platforms lack during our in-depth interviews with SPA developers and domain experts. We further asked the domain experts about the guidance they would need to build SPAs. Finally, we relied on theory applied to the development of SPAs and for this last step, we adopted a theory-motivated design approach [14] to capture the non-intuitive design choices that add value to the development and might lead to outperforming SPAs. In the realm of our design approach, we iteratively demonstrated and evaluated SPADE. First, we conducted a proof-of-concept evaluation by interviewing 39 domain experts with experience of developing SPAs in a low code environment. We then evaluated the proposed method’s value by asking domain experts in various domains (e.g., smart home, education, and finance) to apply the method to their SPA development. Based

Figure 1. Design science research approach for Smart Personal Assistant for Domain Experts (SPADE). Adapted from Kolfschoten and de Vreede [64].
on the change requests during the evaluation, SPADE was adjusted and refined to support domain experts in designing and developing SPAs.

**SPADE: A Method to Develop Smart Personal Assistant for Domain Experts: Iterative Design and Evaluation**

The SPA method for domain experts (SPADE) guides domain experts through the process of designing and developing SPAs without the help of a developer and without the need for programming skills or prior experience. SPADE comprises twelve activities, with corresponding key questions and artifacts. By following the method chronologically (from activity one to twelve), domain experts are unlikely to miss any important steps when designing and developing SPAs. After each activity, the domain expert should have an artifact that builds the basis for the next activity. The resulting SPA should be fully functional and contextualized in the corresponding domain.

**Design Approaches and Frameworks**

As shown in Figure 2, we began by reviewing existing design approaches and frameworks in related domains. To inform the development of SPADE, we drew on the body of knowledge on existing approaches regarding the end user’s involvement in the creation or modification of digital artifacts. This body of knowledge can be subsumed under the research stream of EUD [4].

EUD has gained increasing interest in research and practice due to the characteristics of domain experts. Domain experts often lack knowledge and skills regarding programming and implementing digital artifacts. Consequently, it is often insufficient to emulate the principles of traditional, user-centered development approaches. Rather, EUD relies on dedicated development frameworks and tools that can be mastered by domain experts and that can be integrated into their domain practice [36]. In the domain of EUD, these design frameworks are called domain-oriented design environments (DODEs) [39]. DODEs were developed to facilitate the integration of domain experts into the process of developing new digital artifacts and allow them to act as designers throughout the development and use process [37, 38]. These environments thereby support domain experts in achieving two goals: exploring new and different design solutions for a given problem (instead of using existing solutions) and developing a corresponding digital artifact [39]. To reach these goals, DODEs rely on a combination of several components that must be in place to ensure the proper development of a new digital artifact by a domain expert. A specification component allows domain experts to specify their problems. A development toolkit consists of basic solution elements. An evaluation component allows users to assess their design. A simulation component helps to view the effects of certain decisions during the design process. And there is also a catalog of design solutions that domain experts can build upon when developing new digital artifacts. In the section that follows, we use these components of DODEs as a knowledge foundation in determining our method’s requirements Table 1.
Figure 2. Smart Personal Assistant for Domain Experts (SPADE) including activities, artifacts, and key questions.
Table 1. Requirements derived from literature on end-user development.

<table>
<thead>
<tr>
<th>Component of domain-oriented design environments</th>
<th>Resulting meta-design requirements</th>
</tr>
</thead>
<tbody>
<tr>
<td>Specification component [36]</td>
<td>The method should allow domain experts to specify the problem that they want to address.</td>
</tr>
<tr>
<td>Development toolkit [37, 38]</td>
<td>The method should provide domain expert the possibility to make use of a construction kit that consists of basic solution elements.</td>
</tr>
<tr>
<td>Catalog of design solutions [39]</td>
<td>The method should allow domain experts to make use of a catalog of design solutions that domain experts can build upon when developing new solutions for similar problems.</td>
</tr>
<tr>
<td>Evaluation component [36]</td>
<td>The method should allow domain experts to evaluate their design decision.</td>
</tr>
<tr>
<td>Simulation component [39].</td>
<td>The method should allow domain experts to anticipate the effects of their design decisions during the design process.</td>
</tr>
</tbody>
</table>

We next drew on corresponding SPA-specific literature. For our SPADE, we organized the existing body of knowledge on SPA development and design into six clusters: analyzing user needs, modeling the interaction process, building the interaction model, specifying the communication, considering the adaptivity, and error handling. We then used each cluster to derive a requirement for SPADE. Table 2 lists these components and their associated requirements.

**SPA Designers’ Design Practices**

Although the analyzed literature provided insights into novel aspects of SPA development, it yielded no specific insights into the design choices and challenges that domain experts face. We thus interviewed (1) SPA developers (programming experts) and (2) domain experts (no prior programming knowledge or experience).

First, we interviewed four experienced SPA developers (more than 10 years’ experience) from the programming departments of Microsoft, IBM, ABB, and a western European country-based medium-sized company called VoicePoint. We interviewed them to gather insights into how programming experts would proceed when developing SPAs and to gather transferable insights.

Table 2. SPA-specific requirements from literature.

<table>
<thead>
<tr>
<th>Components</th>
<th>Resulting meta-design requirements</th>
</tr>
</thead>
<tbody>
<tr>
<td>Analyzing User Needs [43, 129]</td>
<td>R1: A method for developing SPAs should start with analyzing the user's needs (e.g., conversation preferences, goals, etc.) in detail, in order to understand the kind of assistance that must be provided by the SPA.</td>
</tr>
<tr>
<td>Modeling Interaction Process [77, 91]</td>
<td>R2: A method for developing SPAs should guide the developer to model the interaction process that users should run through before technically implementing the SPA.</td>
</tr>
<tr>
<td>Building Interaction Model [17, 104, 123]</td>
<td>R3: A method for developing SPAs should include guidance on how to create an interaction model.</td>
</tr>
<tr>
<td>Conversation Design [21, 57, 103, 122, 123]</td>
<td>R4: A method for developing SPAs should assist the developer in the decision converting the input as well as the output form of a SPA and provide guidance on the conversation flow.</td>
</tr>
<tr>
<td>Considering Adaptivity [42, 99]</td>
<td>R5: A method for developing SPAs should enable the developer to consider various alternative flows within a conversation.</td>
</tr>
<tr>
<td>Error Handling [3, 47, 99]</td>
<td>R6: A method for developing SPAs should provide the developer with guidance on how to include error handling mechanisms in the SPA.</td>
</tr>
<tr>
<td>Considering Anthropomorphic Design Elements [2, 19, 27, 35]</td>
<td>R7: A method for developing SPAs should include guidance on how to incorporate anthropomorphic design elements in the SPA to stimulate socially desirable behaviors.</td>
</tr>
</tbody>
</table>

Notes: SPA, smart personal assistants.
for SPADE. These interviews lasted about an hour each and were structured as follows. In the first part of the interview, we explained our research project to the SPA developers and then asked them to describe their routine SPA development processes. In the second part, we asked them to specifically list and prioritize the obstacles they faced during design and development.

Second, we interviewed 24 domain experts to gain insights into how we could guide them in autonomously designing and developing SPAs. All 24 experts were educators who worked in different types of schools and various subjects. These domain experts did not have any prior programming knowledge; however, they were familiar with low code SPA development. These interviews lasted around 40 to 60 minutes. We interviewed the domain experts to obtain further details as to how we could support them in SPA design and development. Furthermore, these interviews helped us to better understand why LCDPs still fail. Thereby, in the first part of the interview, we described our research project and then asked them about their experience with the development of SPAs on LCDPs. Following up on their experiences, we asked them to point out challenges and obstacles while designing and developing their SPAs and the expected guidance. These interviews were conducted by two of the researchers and lasted about an hour.

We transcribed the interviews and analyzed them for three things: the reason for specific design choices; the outcomes that should result from a particular design choice; and the expected guidance during SPA development. We also used the method of user stories proposed by Cohn [22]. User stories are part of an agile approach that helps shift the focus from writing about requirements to talking about them. User stories include a written sentence or two about the artifact’s desired functionality [22]. We coded and clustered the user stories with the help of Mayring’s qualitative content analysis [79]. Qualitative content analysis seeks interesting issues based on the theoretical background and research question, which determine the aspects of the textual material taken into account. Finally, we translated the user stories into SPADE components. The user stories are listed in Table 3.

According to the interviewees, the use case and its scope must be clearly defined. If this step is skipped, the project might be doomed to fail from the beginning, as the user’s needs are unknown; the developed SPA may not meet the stakeholder’s expectations and requirements. By specifying the scope, misunderstandings can be resolved, and disappointments prevented.

<table>
<thead>
<tr>
<th>Table 3. User stories derived from interviews.</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>User Stories</strong></td>
</tr>
<tr>
<td>As a domain expert that would like to design a SPA, I want to …</td>
</tr>
<tr>
<td>… first define and clarify the use case with the stakeholder, so I can set the scope of the project.</td>
</tr>
<tr>
<td>… know what kind of needs the users have, so I can address the needs with the SPA functions.</td>
</tr>
<tr>
<td>… improve the SPA by analyzing errors and misunderstandings continuously.</td>
</tr>
<tr>
<td>… determine if it should be a text-based or voice-based SPA.</td>
</tr>
<tr>
<td>… test the interaction with SPAs in different loops with different people to ensure the functionality when the SPA goes live.</td>
</tr>
<tr>
<td>… test the technical functions of the SPA, to ensure the functions, run reliably.</td>
</tr>
<tr>
<td>… model the interaction process that a user runs through so I can be sure I address the most important aspects of the interaction.</td>
</tr>
<tr>
<td>… assess what the user will say in the conversation to capture most of the intents.</td>
</tr>
<tr>
<td>… build a proof of concept and test it to know if the SPA runs smoothly.</td>
</tr>
<tr>
<td>… determine which learning goals, contents, and methods I want to use the SPA for.</td>
</tr>
<tr>
<td>… design SPAs by myself without needing a lot of technological knowledge.</td>
</tr>
<tr>
<td>… test the SPA by myself before I use it in my work environment.</td>
</tr>
</tbody>
</table>

*Notes:* SPA, smart personal assistants.
Furthermore, in line with our experts, after the scope is specified, the domain expert should consider the SPA/user interaction. As evidenced by the literature and the experience of the interviewees, the SPA’s complexity of the SPA depends on the communication between the SPA and the human. Therefore, the domain expert should decide whether a simple SPA with a text function is sufficient or if a voice-based SPA is needed [132]. Following the decision regarding the communication, the domain experts should consider the interaction process between the SPA and the human; only by knowing how the user will use the SPA can the domain expert model the process accurately and then build the SPA. Furthermore, the interviewees mentioned that technical testing and user testing are crucial steps that should not be neglected. In addition, the domain expert should not stop after the development of the SPA and should consider continual improvement.

**Developing SPADE**

When designing SPADE in the first iteration of our design science project, we aimed to integrate the requirements from theory and practice logically, aligning them with classic software development processes. Thus, in the next step, we sequentially ordered the development activities and named the results after each development activity. Moreover, we added key questions to every activity to further guide the domain expert. In the next step, we divided the activities into three phases: (1) setting up, (2) technical creation, and (3) rollout and continuous development. The individual phases and associated activities are described in detail below. Additionally, recommendations for the realization of the activity are given at the appropriate places in the text. Figure 2 illustrates the entire SPADE approach, and the approach is described in detail in the following section.

**Phase 1: Setting Up**

In activity 1, the domain expert should first analyze the initial situation. To have a clear understanding of what is expected, the domain expert should define the use case precisely according to the end user’s requirements [109]. The assistance that an SPA provides can vary from general—such as searching for something on the web or playing music [103]—to specific, such as asking questions for an evaluation of a service [127]. To create an SPA that perfectly matches the users’ needs, the domain expert should collect information about the end user. Therefore, it is essential to identify motivated people who are willing to help with the use case and, in later stages, with testing. For this activity, the creation of a canvas about the persona respectively user and their needs may help keep the design and development user-oriented [18].

Moreover, the domain expert should assess whether an SPA is the right fit for the use case in question. Table 4 lists items that check for a use case’s SPA fit. If the majority of these items are applicable to the domain experts’ use cases, it might be advisable to design and develop the SPA for the given task or topic. Conversely, if this is not the case, it may be more advisable to forego the use of an SPA. In addition to that, SPAs are especially effective in settings with a high number of requests, repeating queries, or users; thereby, the potential usage frequency and scalability must be considered.

Furthermore, within this activity, the domain expert should decide whether the SPA should be built for a short-term or long-term interaction [87]. In addition, the domain experts have to think about whether they wish to create a text-based, voice-based, or hybrid-
Table 4. Smart personal assistant fit assessment for activity 1 (according to Google [45]).

<table>
<thead>
<tr>
<th>Items to Check for SPA Fit</th>
</tr>
</thead>
<tbody>
<tr>
<td>Users already have human-to-human conversations about this task or topic.</td>
</tr>
<tr>
<td>The interaction is brief, with minimal back-and-forth dialog.</td>
</tr>
<tr>
<td>Users would have to tap multiple times to complete the task with a screen.</td>
</tr>
<tr>
<td>Users might have to navigate multiple apps to complete the task with a screen.</td>
</tr>
<tr>
<td>The feature is difficult or cumbersome to find.</td>
</tr>
<tr>
<td>Users can do this task while multitasking.</td>
</tr>
<tr>
<td>Users can do this task when their hands or eyes are busy.</td>
</tr>
<tr>
<td>Users feel comfortable talking or typing about this topic.</td>
</tr>
</tbody>
</table>

Based SPA [132]. This decision can only be made if the use case for the SPA is clearly defined. The domain expert must specify both the input provided by the user and the output provided by the SPA. The output provided by the SPA may be textual, voice-based [103], or sensorial [52]. While users interact with text-based SPA primarily on a screen via text or buttons, the interaction with voice-based SPA is in natural language via the user’s voice. Text-based SPAs are frequently used in support services, where they assist users with frequently asked questions and guide them through the support process, while voice-based SPAs have been classified as the next generation of service encounters [62]. Additional advantages of voice-based SPAs arise in complex tasks, such as following navigational paths [13]. As a result of this step, the domain expert can assess the SPA’s fit, determine the project’s scope, and identify the user’s needs.

In activity 2, the domain expert should derive functional and non-functional requirements for the SPA based on activity 1 by applying different technologies collaboratively with users or alone through brainstorming, interviews, or field observation [100]. This step minimizes the risk of delivering an SPA that fails to comply with the stakeholders’ ideas and needs. Additionally, the domain expert should prioritize the most important requirements to focus on the necessary requirements for the SPA in the SPADE activities that will follow. Consequently, the domain expert should compile a list of prioritized requirements.

In activity 3, the domain expert should model the interaction process between the user and the SPA. Although contemporary SPA design platforms usually come with tools to create conversational interfaces, these platforms do not define the interaction [83]. As highlighted by Følstad and Brandtzæg [40], designing SPAs presents a challenge to interaction foundations, since the focus in SPA development has moved from graphical interfaces toward conversational flows. These conversational flows are not fully predictable and depend strongly on the users’ input. Therefore, the domain expert should dedicate time to analyzing the potential interaction process between the user and the SPA. In doing so, the domain expert can anticipate the users’ possible communications and the corresponding SPA answers. There are multiple options to create a first conversation. First, we can make direct use of existing sources if SPA-capable databases or documented user dialogs are available. If none of these prerequisites exist, the relevant data must be developed in-house, for example, by the marketing department or the existing sources must be configured in such a way that they are useable, or knowledge may be obtained externally if accessible [82]. This activity can be performed with the help of conversational storyboards or conversational flows, as illustrated in Figure 3.
To build the conversational flow, we suggest that domain experts start with a task-oriented dialog and specify what the conversation’s aim should be. For example, one might want to build a SPA for ordering flowers. Thereby, the aim of the conversation would be “Buy flowers”. The domain expert should then consider different alternatives and, therefore, subcategories of the aim (e.g., roses and tulips). Next, the domain expert should include different questions that the SPA might ask the user, such as what color the roses should be or where they should be from. A more granular conversation might take some time to design until the domain expert has addressed all possible and relevant conversation pathways and potential user decisions. Finally, the conversation ending should be designed. Here, the domain expert should think about when and how the conversation should conclude. For example, the conversation in the given example might end after the user has selected the flowers and confirmed the purchase. Table 5 provides an overview of this expository example.

Furthermore, according to the speech act theory proposed by Searle et al. [111], the domain expert should clearly specify whether the SPA is committing to something’s being the case (constatives, e.g., answering a question posed by the user), attempting to get the user to do something (directives, e.g., “Choose from the following options”), committing to some future course of action (commissive, e.g., “I will remind you in two weeks”) or expressing its attitude toward the user with respect to some social action (acknowledgments, e.g., “I thank you for your input”). The design of this aspect is strongly related to the SPA’s actual goal.

Additionally, the domain expert should consider the direction of the interaction, which might be user-to-SPA [17], SPA-to-user [104], or bidirectional [123]. Independently from the

![Figure 3. Expository modeling of conversational flows for activity 3 (based on Choi et al. [20]).](image-url)
use case, the interaction can be modeled with different kinds of modeling languages. The modeling of the interaction process helps detect possible user touchpoints and corresponding SPA user communication. To create meaningful interactions with the SPAs, the domain experts can take advantage of conversational UX patterns. One example design pattern is called “Inquiry (User) Repairs.” This pattern handles requests for information initiated by the user. When the agent understands the user’s inquiry, it produces a response for the user. If the user does not understand the answer, they can ask another question. But since exchanges during dialogue may be missed or misconstrued and communicative interactions are prone to failure, the domain expert should consider implementing recovery strategies within the conversation design [6]. Table 6 presents the recovery strategies and corresponding examples.

In activity 4, depending on the end user’s requirements and the use case, the domain expert should decide on the SPA’s personality and anthropomorphic elements of the SPA. The decisions within this activity should be made with two questions in mind: First, does this design decision enhance the end user’s enjoyment in interacting with this SPA, and second, does the SPA’s personality and design overshadow the task the SPA is expected to perform? The domain expert must specify the degree to which the SPA may be identified as human-like, the verbal aspects, and the nonverbal aspects [113]. Within this activity, the domain experts must decide whether they wish to design a human-like visual representation of the SPA. For instance, the SPA may be represented by an anthropomorphic avatar or a real human face (e.g., [7, 94]). Furthermore, the domain expert should decide on the SPA’s demographic characteristics. Bearing in mind that most of the time the SPA will be customer-facing, the

Table 5. Building conversations step by step for activity 3.

<table>
<thead>
<tr>
<th>Conversational flow building</th>
<th>Graphical representation</th>
</tr>
</thead>
<tbody>
<tr>
<td>Buy flowers</td>
<td><img src="image1" alt="Diagram" /></td>
</tr>
<tr>
<td>Add choices of flowers</td>
<td><img src="image2" alt="Diagram" /></td>
</tr>
<tr>
<td>Ending of the conversation</td>
<td><img src="image3" alt="Diagram" /></td>
</tr>
</tbody>
</table>
Table 6. Recovery strategies (according to Benner et al. [6]) and expository implementations.

<table>
<thead>
<tr>
<th>Recovery strategy</th>
<th>Subcategories</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Confirmation</strong></td>
<td>Explicit Rejection</td>
</tr>
<tr>
<td>Example:</td>
<td>Move-On</td>
</tr>
<tr>
<td></td>
<td><strong>Implicit Rejection</strong></td>
</tr>
<tr>
<td></td>
<td>Move-On</td>
</tr>
<tr>
<td></td>
<td><strong>Move-On</strong></td>
</tr>
</tbody>
</table>
|                   | When SPAs are unable to deliver a reasonable response to the user, SPAs must explicitly admit and confirm failure, i.e., by saying, “I do not know”.
| **Information**   | Explanation                    |
| Example           | Help Messages                  |
|                   | Error Feedback                 |
|                   | SPA will seek to educate the user on how to solve the breakdown and thereby will describe the situation, send possible useful information, and provide feedback on the occurrence. |
| **Disclosure**    | Disclose SPA                   |
| Example           | Disclose Weakness              |
|                   | Disclose Competences           |
|                   | By revealing flaws and competencies, the user is aware of the SPA’s skills and potential inadequacies. Thus, the domain expert can implement this recovery strategy to further refine the user’s expectations and comprehension of the SPA. |
| **Social**        | Apologize                      |
| Example           | Compensate                     |
|                   | Pause & Turn-Taking            |
|                   | When applying this recovery technique, the SPA will attempt to elicit empathy and understanding from users in a manner similar to that seen in human-to-human dialogues. |
| **Solve**         | Utterance Template             |
| Example           | Options (Multiple)             |
|                   | Alternative (Single)           |
|                   | In this case, the SPA will try to actively solve the conversation failure, for instance, by providing the user with pre-programmed utterances. |
| **Ask**           | Repeat Question                |
| Example           | Rephrase                       |
|                   | Reprompt Input                 |
|                   | By implementing this strategy, the burden of recovering the breakdown moves to the user. In this realm, the user has to reframe their question. |

domain expert should consider the messages inherent in the selection of a gender (female, male, or undefined), an age (younger or older than the customer), a name (typical, i.e., relative to typical human names associated with the country in which the user resides, or special, i.e., a name describing the service offered such as Smart Home Assistant), and an ethnicity for their SPA (e.g., [88]). The domain expert can then infuse the conversational style with the SPA’s personality (e.g., being open, modest, friendly). Furthermore, the domain expert shall include self-references such as “me” and “I” for the SPA as well as an active voice (e.g., [19]). Concerning the nonverbal aspects, the domain expert should consider turn-taking gestures, such as pauses when speaking or “is typing” indicators (e.g., [44]). If the SPA is voice-based, the domain expert should additionally consider the pitch and volume of the voice Table 7.

In activity 5, the domain expert should decide on the preferred SPA low code development platform. Currently, the SPA could be built on several major platforms (such as Amazon’s Alexa, Google’s Assistant, IBM’s Watson, and Microsoft’s Cortana) as well as numerous minor platforms (such as VoiceFlow). The most suitable platform depends on the requirements and interaction mode [75, 96]. The choice of platform may also depend on where the SPA is to be implemented. For instance, if it is to be implemented internally in a company, it must be integrated into the intranet works. Additionally, the domain expert should consider what they wish to do with the data generated in the interaction with the SPA. Here, it is important to emphasize that some platforms do not necessarily save the user’s conversations with the SPA. This could be used as a selection criterion, for example. Furthermore, the platform choice should also depend on the degree of freedom when designing the SPA; that is, the developer should check whether the representative can be adjusted. Rather, it should also be checked to what extent the domain expert can influence
the design of the conversation and the interface. Some voice operations are not cross-platform, and extra work might be required if features such as flash briefings are to be supported on both Google and Amazon.

**Phase 2: Technical Creation**

In activity 6, before the domain expert can commence the SPA’s actual development, they must identify the dictionary to be applied for the use case. This dictionary should consist of possible user communications and SPA responses, specifying the words and phrases users can say to activate the SPA’s core functionality (also often characterized as “intent”). Depending on the use case, the dictionary might have different specifications (e.g., specifications for business). Moreover, the domain experts’ application of language might differ from that of SPA users’, particularly in business-specific contexts. To capture all the words that the user might use, the domain experts should work with the user or should at least be user-centered. It is advised that the domain expert use short and simple phrases that have a more comprehensive appeal and are accessible to a range of users. The domain expert should also include fillers, such as “aha,” “okay,” and “um” pauses [62], and an invocation name that allows the user to start a conversation with the SPA. Later, the dictionary should
be integrated into the SPA’s interaction model. With the help of machine learning techniques, the SPA can understand users’ intentions and choose the right answer. This dictionary can be presented in different languages.

In activity 7, the domain expert should build the SPA. The previous activities and artifacts have laid the basis for the building of the SPA. If a decision or activity has been skipped or omitted, it must be completed at this point. If during the building of the SPA, the domain expert notices that something is inaccurate or has not been predetermined, they must return iteratively (as shown in Figure 2) to the previous activities until the SPA reaches the draft stage. As soon as a draft version or a minimally viable product is available, the domain expert should test it with the user or any other expert to detect anomalies [98]. Different approaches for testing the SPA with users are available (e.g., think-out-loud or screen recordings of interaction with text-based SPAs). Furthermore, a survey can be conducted to validate the design decisions made. At this stage, it seems reasonable to test the SPA with someone who is not familiar with the SPA or the project that the domain expert has been working on to expose possible usability issues. The user’s feedback should be documented to facilitate later adjustments [100]. Although feedback documentation is important, users might be prone to using the SPA differently when recorded or taped. Therefore, we strongly advise taking notes of any issues arising during this stage of testing and asking for feedback concerning the experience with the SPA (e.g., whether it met their expectations) Table 8.

In activity 8, the domain expert should review the feedback, conduct an impact-effort analysis of the suggested changes, and decide which changes should be implemented.

**Phase 3: Rollout and Continuous Development**

The third and last phase of SPade starts with the domain expert’s testing of the technical aspects in activity 9. Either way, test documents will be used to examine the SPA’s functionalities, and subsequently, a test report should be generated. This helps to understand the SPA’s flaws and improve it for future users. In activity 10, alongside technical testing, the SPA should be tested with potential users [29] to receive meaningful feedback. After running the tests with the users, a test report will be produced. Using the test reports

<table>
<thead>
<tr>
<th>Table 8. Items to focus on during user testing for activity 7.</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Items to focus on during user testing</strong></td>
</tr>
<tr>
<td>Natural Conversation Flow [83]</td>
</tr>
<tr>
<td>Locus of Control [41]</td>
</tr>
<tr>
<td>User Satisfaction [117]</td>
</tr>
<tr>
<td>Intention to Use [70]</td>
</tr>
<tr>
<td>Ease of Use [126]</td>
</tr>
</tbody>
</table>
from the technical testing and the user testing, changes and corrections can be made to the SPA, and the SPA can essentially be completed. This represents the end of activity 11 and mostly of SPADE. However, the final activity—activity 12—is to continuously improve the SPA to maintain its usability and retain user satisfaction. When completed chronologically, these activities should guide domain experts to systematically structure the design of SPAs to improve quality and save time and costs.

**Evaluation**

With the goal of addressing the real-world problem of domain experts wanting to design SPAs in an efficient and useful manner without the assistance of a programmer, we developed SPADE. In the following, we will elaborate on the first two stages of the “last research mile,” which involves the proof of concept as well as the proof of value [15, 89].

**Proof of Concept**

In accordance with Nunamaker et al. [89], we created the first initial version of SPADE. This first evaluation concentrates on the artifact’s constituents and on our design decisions concerning SPADE. According to Sonnenberg and vom Brocke [118], it is important to base evaluations of design science projects on two aspects: (1) the artifact’s constituents and design decisions; and (2) the artifact’s usefulness [118]. Therefore, the evaluation’s purpose is to ensure the completeness and correctness of each activity and to determine whether domain experts would use SPADE for the development of their SPAs. The domain experts were primarily from the business development and marketing departments at a variety of companies as well as educators. Each of these domain experts for the development of SPADE was asked to comment on SPADE individually. Thereby, we conducted 39 interviews to evaluate SPADE. The interviews were conducted individually with the participants and lasted around 30 minutes. They were structured as follows. First, we showed them SPADE and explained each activity and the resulting artifacts as well as the corresponding key questions. Second, we asked them to indicate whether they would like to articulate change requests (see Online Supplemental Appendix 1) for further improvement of SPADE. We then refined SPADE as per the obtained feedback.

**Proof of Value**

With the aim of ensuring the value of SPADE and understanding its feasibility, we applied it in three different domains (smart home, finance, and education). To demonstrate SPADE’s practical applicability and that it is generally true for low code development of SPAs regardless of the choice of channel, it has been applied in two different contexts (smart home and strategic decision-making within companies) and channels (i.e., voice- and text-based assistants). The second evaluation was conducted with 38 domain experts in the field of education. While we illustrate the in-depth applications of SPADE and user satisfaction in the two contexts, we focus on the applicability, usability, and efficacy of SPADE in the replication by domain experts.

**In-Depth Application of SPADE in a Smart Home Context**

The application of SPADE in the smart home context offers a good expository instantiation, as smart home technologies have made significant technological progress in recent years and therefore can be considered intelligent systems. These smart home technologies (SHT) offer
numerous functions, such as controlling lighting, climate, kitchen equipment, entertainment systems, and other appliances. In this case, the focus of the SPA was to provide guided task support (i.e., the SPA could control the majority of these smart home system functions). Before examining the actual development of the SPA by the domain experts, we would like to provide more information on the domain experts. The domain experts were marketing specialists from a large smart home technology provider called TechCorp. For the development of the SPA, the two marketing specialists worked closely together with the product manager of the SHT at TechCorp. The domain experts were between the ages of 25 and 40 years and had no prior programming knowledge. Below, we can observe the development of this SPA through its three phases and the related activities. As we cannot present detailed results of each activity due to space limitations, we will focus on the most interesting results from our perspective. The remaining results are available from the authors upon request.

**Phase 1: Setting Up.** The first activity in the SPADE was to analyze the situation; therefore, smart homes and their users were examined. SHTs are as pervasive as SPAs. These two technologies’ ubiquity is based on the embedding of information and communication technologies (ICTs) within consumer goods, which promises improved functionality, connectivity, and controllability [49]. The emergence of smart homes can ensure that intelligent technologies become part of peoples’ everyday lives. Nevertheless, there remain some problems with technology today; users rarely have simple introductions to their smart homes. The communication with the SHT should be natural and simple, without requiring the user to understand complex technical language [81]. To solve this matter, domain experts built an SPA to help the user become acquainted with the essential functions of their SHT. Furthermore, the domain experts had to make the decision regarding the SPA channel: voice-based vs text-based. By analyzing the context of an SHT and the current media discontinuity, the advantages and disadvantages of the two SPA channels in this specific scenario were discovered. The decision regarding which SPA channel to use was then straightforward. Most of the time, users cannot use their hands while also using smart home functions (e.g., while cooking). For example, when they want to program their oven, users prefer to speak to the SPA rather than typing. Therefore, the decision was made to build a voice-based SPA.

Furthermore, in activity 2, it is necessary to identify the SPA’s relevant requirements. To gather the requirements and pain points of an SHT owner, the domain experts identified a list of problems in consultation with SHT owners and employees operating in the technical support field of SHT. The interviews asked what was currently going wrong as well as what could support problem-free handling of the SHT.

Next, a current SHT instruction manual was analyzed with the objective of identifying its different functions and flaws. Following the pairing of the flaws in the current solution with the requirements from a users’ perspective, the final set of requirements for the development of the SPA was established. In activity 3, the domain experts modeled the process of the SHT’s first usage from a user’s perspective by asking an SHT owner to describe the process. In this sense, the original interaction process included an instance of media discontinuity, as the SHT user must switch from smart technology to an instruction manual.

Furthermore, no interaction occurs between the user and the SHT in the current process. Therefore, the introduction of the SPA in this scenario had to amend the media discontinuity as well as the interaction between the user and the SHT. Activity 4 included the decision regarding SPA type. The SHT owners could choose whether they wished the
assistant to be female or male. Therefore, the domain experts chose to leave the choice up to the SHT owner. In designing their assistant’s personality, they chose to name it Toni as a gender-neutral name. Toni should be friendly and polite but still able to provide entertainment by making small talk and jokes.

Based on the decision regarding the SPA channel, multiple platforms could be chosen. At the time this SPA was built (2019), Google and Amazon were particularly well-represented platforms, given that third parties can program an SPA on their platform with minimal expenditure. For this project, Amazon’s Alexa was chosen as the SPA platform. Specifically, the domain experts used Alexa’s Skill Development Kit 2.0 with Node.js. This framework seemed to offer one of the most advanced, state-of-the-art capabilities regarding speech recognition and natural language processing. Additionally, Alexa’s Skill Development Kit 2.0 provided various blueprints for the smart home context [28].

Phase 2: Technical Creation. To define a dictionary for the SPA, the domain experts created a storyboard to simulate a conversation. This storyboard was created with the help of the instruction manual (by reading it and deriving the instructions the SPA must give to the user) as well as the assistance of an SHT owner. An example storyboard is illustrated in Figure 4, which illustrates the optimum interaction between user and SPA. The domain expert also accounted for the possibility of several interactions; for example, the user may be greeted differently after first-time usage.

After defining the dialog and the potential conversation flow, the designed storyboards were connected to build the SPA. The specified communications in the storyboards map back to the intents within the interaction with the SPA, which represent the actions that the user must follow sequentially. In the example above, the intents that a user might express are the same as the functions the SHT has. Therefore, the response and prompt of the SPA are conceptualized to explain the SHT functions to the user. Consequently, for the various user conversations, the domain expert started from basic communication and created individual story lines within the SPA. For instance, a storyline was created for the function of setting an oven, including the corresponding possible answers.

Subsequently, the SPA was created within the developer console of Amazon Alexa. Following this, the user intents were added, and the back-end rules were set accordingly.

---

**Figure 4.** Storyboard of oven functions as a result of activity 6.
to the previously created storyboard. For the purpose of the SPA being perceived as funny, about 20 “Easter egg” intents were created to offer the curious user some entertainment. In activity 8, the SPA was tested internally at the SHT company by four technical support employees. The test users were asked to interact with the SPA and to think out loud about what they were doing and what bothered them. The internal testing identified some possible improvements. For instance, the chosen “wake word” (the word that would activate the SPA) proved unsuitable, as it was too long. The SPA struggled to understand the word as a whole since it consisted of two compound words. Therefore, the wake word had to be altered from “smart home technology assistant” to “smart home assistant”. Furthermore, some of the SPA’s sentences were too complex and lengthy, and the test user had trouble remembering the SPA’s instructions. For this reason, the sentences were shortened and simplified to support a better understanding. The Easter egg intents were also omitted after the first testing, both due to technical problems (e.g., the Easter eggs had no contexts and therefore confused the SPA) and in response to feedback, which indicated the desire for a more serious conversation design.

**Phase 3: Roll Out and Continuous Development.** Entering the last phase of the SPADE, activity 9 was completed, with technical adjustments made. In activity 10, the technical aspects were tested with the help of Amazon’s developer testing function. Subsequently, a test report listing the main change requests was created. In activity 11, the SPA was tested with possible users. This final testing of the SPA prior to entering the market ensured that it performed all functions correctly and smoothly. An example dialog of the designed SPA can be found in Online Supplemental Appendix 2. In this activity’s second iteration, the domain experts tested the voice-based SPA with potential customers in one of their showrooms at TechCorp within a time span of one week. Participants in this user testing were homeowners or individuals who had considered implementing an SHT but did not yet own one. To ensure that only individuals with no prior knowledge of SHT or SPAs participated, the contacted individuals were required to take a pretest. The participants received no monetary reward. In total, 42 individuals were interested in participating in user testing and completed the pretest. Of these 42 potential participants, only 32 could ultimately participate, as some had prior experience with SPAs or SHT. The approved participants were instructed as to how to use their SHT SPA. Subsequently, the participants were allotted 20 minutes to solve a task and, with the help of their SPA, became as well acquainted with the many SHT functions as possible. At the end of the user testing, the participants were required to conduct a post-test activity by completing an online questionnaire with closed-ended questions relating to solving the scenario illustrated below (e.g., how to set the oven timer to 15 minutes). When aiming to solve the task, on average, four out of five questions were answered correctly. Thereby the domain experts assumed that the instructions are given by the SPA and, therefore also its conversation design required no further adjustments. Finally, the participants were asked about their satisfaction with the SPA, which resulted in 4.2 out of 5.

Although this paper includes no discussion of activity 12, continuous improvement of the SPA is essential. The domain experts adapt the SPA with each new functionality that is added to the SHT. In addition, domain experts continue to ensure that the SPA meets users’ needs and learns a broader vocabulary (such as different terms to control shutters).
In-Depth Application of SPADE in a Company-Internal Context

Before examining the domain experts’ actual development of the SPA, we wish to introduce this second in-depth study. In the course of this proof of value application, three domain experts built a chat-based assistant. This was a company-internal assistant that was to be used to receive inputs. All domain experts were aged between 25 and 30 years old and thus were familiar with new technologies. They all worked at FinCorp as part of this project. None of the domain experts had programming skills. As we cannot present detailed results of each activity due to space limitations, we will focus on the most salient results from our perspective. The remaining results are available from the authors upon request.

Phase 1: Setting Up. The domain experts first analyzed the initial situation. For example, they determined what the assistant should do and what their goal was. The company faces the challenge that highly complex IT projects often fail due to a lack of stakeholder integration. This causes companies to lose millions in IT projects. This situation must change, as the company has come under severe pressure owing to the digital transformation. For this reason, managers must gather feedback from the IT project’s stakeholders as quickly as possible to take action and steer them in the right direction. Thus, the use case for the domain experts was as follows: to support the collection of employee feedback.

The assistant’s target group was also defined. These were employees of the product management. Thus, the user group was homogeneous in its behavior. Next, the domain experts took a closer look at the users of their planned assistant and conducted interviews with product management staff to understand the current feedback process and requirements for the text-based SPA. This resulted in a list of functional and non-functional requirements for the chatbot in terms of process, conversation design, and the design of the text-based SPA. For example, a functional requirement was that the ability to reference previous conversations should be available. Although a non-functional requirement, the domain experts stated that the text-based SPA should have a friendly, entertaining, and humorous character. The domain experts also decided that they would build a text-based SPA for this use case.

After the requirements were defined, the domain experts defined the interaction between the assistant and the FinCorp employee. Since the domain experts already had good knowledge of Business Process Modeling Notation, they decided to model their interactions in that modeling language.

In this step, the domain experts also investigated how to model the conversation so that employees would be motivated to leave their feedback and ideas. For example, small talk was added to the conversation (see Figure 5). After the conversation was modeled, the next step was to examine more closely how the assistant should be designed. In this sense, the domain experts determined what personality the assistant should have: open and personal. In this step, the experts also decided which gender the avatar should have and how the assistant’s representative should be designed.

The domain experts decided to build the text-based SPA on Blitzico’s LCDP (EntrepriseBot’s platform). To determine which platform was suitable, the domain experts looked at their use case and compared it with the possibilities offered by the various LCDP providers. The chosen platform was suitable for the project because fixed dialog flows are defined, and free text entries can easily be linked to follow-up questions. It was also important that the text-based SPA be integrated into the FinCorp intranet.
Phase 2: Technical Creation. To determine which language was used, the use case was examined again. It transpired that little to hardly any specific vocabulary should be included. A short list of business-specific terms was created, and this was incorporated into the first prototype of the text-based SPA. On the platform chosen by the domain experts, a predefined user flow is indirectly possible by capturing different intents, training phrases, and fallbacks. Thus, the domain experts developed and tested an initial prototype of the SPA. Testing of the prototype then took place with 20 FinCorp employees with the intention of testing assumptions regarding the conversation design and the design of the text-based SPA. This step was performed iteratively by the three domain experts. In the three iterations, it became apparent, for example, that the SPA could definitely work with

Figure 5. Expository dialog between user and smart personal assistants (SPA) for activity 3.
more emojis. However, the feedback also mentioned the interface, such as the recommendation that the messages should be divided into individual bubbles. The domain experts then implemented these adjustments step by step until the finished text-based SPA was finally available.

**Phase 3: Rollout and Continuous Development.** Before the rollout of the SPA could take place, a technical test was carried out to ensure that the SPA was functioning properly from a technical perspective—in particular, whether the integration into FinCorp’s intranet worked and whether the employees’ answers were also saved. In addition, with the help of several employees, the domain experts tested whether the SPA also works with several simultaneous inquiries. Thus, a survey was conducted in user testing to validate the selected design elements and the anatomy of the SPA. In order to test their SPA, the domain experts asked for the intention to use, the usefulness as well as for the overall satisfaction with the SPA. For this, they formulated assumptions, for example, *How helpful do you consider the conversational flow concerned with how to give good feedback?*, and tested them with a 5-point Likert scale and benchmarked them also against their current solution. In total, another 20 employees of FinCorp participated in the user testing. Overall, they were very satisfied with the SPA, which resulted in a score of 4.6 out of 5. When tested against their current solution, the user testing revealed that the newly proposed SPA was preferred in almost every case. Thereby, the domain experts incorporated the obtained feedback and planned the go-live of the SPA. The SPA is currently in use at FinCorp and is continuously adapted according to the users’ needs. For example, it was noted that users would like the SPA to be dressed differently depending on the season to make it more “human.” The domain experts have taken this on board and will make these adjustments according to seasonal conditions.

**Discussion and Limitations**

The goal of our paper was to examine how the development of smart personal assistants by domain experts can be facilitated within low code development environments. We, therefore, presented the Smart Personal Assistants for Domain Experts method. SPADE builds on existing knowledge of SPA development and EUD and was systematically built and tested in the course of our DSR study and apply it to two different contexts. Our proof-of-value evaluations show that SPADE can empower domain experts to develop SPAs in different channels (voice and text) that are perceived as valuable by end users (smart home context and finance context). Furthermore, the evaluation in the education context showed that domain experts consider SPADE to be useful and valuable in providing guidance in the SPA development process. This demonstrated SPADE’s applicability across different domains and across different SPA channels, highlighting its flexibility and providing first insights into the approach’s potential proof of use.

The contributions to existing research on SPAs are twofold. First, we add to the body of knowledge on how to design effective SPAs. People without programming skills or experience particularly struggle to develop effective SPAs even though many technology providers offer LCDPs. To address this issue, we developed a method that guides domain experts through the SPA development process step by step to ensure that they do not overlook non-intuitive design choices and activities in their development journey. Furthermore, we provide expository examples of the central activities of SPADE that distinguish the development of SPAs
from traditional software development. With this, we aim to provide additional support during the application of SPADE. From a theoretical perspective, this contribution resembles a theory of design and action [46]. Second, we contribute to the EUD literature by developing the initial version of a novel DODE for SPA development. Thereby, we demonstrate that the underlying logic of EUD also holds true in the SPA domain.

We further offer important implications for practice. SPAs offer various potentials in different areas of application. By applying our method, practitioners can now more easily and swiftly explore and leverage these potentials in low code environments. SPADE clearly and transparently structures the domain experts’ work in 12 subsequent steps and includes non-intuitive design choices. The proposed key questions for each activity aid domain experts in addressing the SPA’s specific development activities more effectively, and the template offers further guidance on the most challenging steps. SPADE is designed to work independently of any specific domain and of any programming skills or experience. Therefore, SPADE offers domain experts a practical means of documenting and recording the SPA development process using the artifacts that result after each fulfilled activity.

**Conclusion**

Many organizations intend to deploy and adopt SPAs within their organizational context and thus capitalize at the enormous potential. To leverage the potential, many organizations turn to LCDPs for the development of the SPA. However, this development approach still inherits some issues. Solely using the platform does not guarantee an useful and good conversation, since these platforms do not provide the required support for domain experts when it comes to non-intuitive design choices. We drew on a design science approach, where we systematically proposed, built and tested Smart Personal Assistant for Domain Experts (SPADE) method to address the missing link.

**Note**

1. A replication study conducted with domain experts in the field of education can be found in Online Supplemental Appendix 3.
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