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1 Introduction

More and more companies realign their competencies to offer integrated bundles of products and services with the goal to solve customer problems (Leimeister et al. 2009). The customers are not interested in products or services per se, but they want their problems to be solved (Böhmann und Krcmar 2007). Offering a solution has advantages for the customer and the supplier. The customer gets an individualized solution for his problem and the supplier reaches higher profits in comparison to a “classic” product (Galbraith 2002).

This trend from offering traditional products to offering solutions can be observed in product development, known as Hybrid Products or Product Service Systems (PSS), as well as in the software industry, where this trend is called Software as a Service (Böhmann und Krcmar 2007; Berkovich et al. 2009a).

The success of a product depends on how good it satisfies the requirements and wishes of the customer. To assure this success, it is important to carry out requirements engineering accurately (Lindemann 2006). “Requirements engineering (RE) — the elicitation, definition, and management of requirements — is often cited as one of the most important, but difficult phases of software development (Damian und Chisan 2006).” Faulty RE is one of the main reasons for the failure

of development projects (Aurum und Wohlin 2005). The later errors are detected in the development process, the higher are the costs resulting from them. Companies are forced to develop more complex and more innovative systems and concurrently adapt them to the requirements of the customer (Pohl 2007). Especially interesting is how RE for SaaS as a hybrid product has to be done. This paper discusses the requirements for the requirements engineering process of SaaS.

2 Software as a Service

Software as a Service (SaaS) is defined as a software offered as a service that can be accessed via the Internet (Buxmann et al. 2008). SaaS is an important trend in the IT domain as can be seen in the increasing market share of about 50% per year (Choudhary 2007). A main characteristic of SaaS is that it separates the owner and the user of software. Another characteristic of SaaS is that it allows offering of product-variants, depending on the needs of the customer (Choudhary 2007).

Often SaaS is mentioned in conjunction with ASP (Application Service Providing). ASPs offer COTS (components-off-the-shelf) software hosting and support, services supporting multiple users’ access to an application that is centrally managed via a subscription-based access model (Liang et al. 2006). In distinction to ASP, software offered as SaaS supports multiple customers sharing the same software instance, different configurations for distinct customers or recording of usage information for new business models. SaaS is also mentioned in conjunction with Service-oriented Architectures (SOA). SOA is a technical means to integrate different applications communicating via a network, often used by SaaS (Buxmann et al. 2008). In contrast to SOA, SaaS is not concerned with the technical realization, but with the appearance of the services themselves. A similar concept to SaaS is that of offering solutions consisting of customized versions of MOTS (modifiable off-the-shelf) software defined by Carney and Leng (2000). These solutions consist of software and consulting activities aiming at integrating software into the business processes of the customer (Böhmann und Kremer 2007), by modifying the software itself. In comparison to SaaS, customized MOTS has no service component during the software’s usage phase. As the customer-individualization is a main characteristic of SaaS it is often handled in conjunction with MOTS. SaaS offers software like MOTS or COTS, with the distinction that during the development of SaaS, the business case “as a service” was already incorporated.

SaaS can be seen as a complex solution, aiming at solving customers’ problems and providing advantages for the customer. MOTS is offered as a service in such a complex solution. From another point of view, SaaS can be a part of a complex solution, supporting face-to-face services. Both perspectives lead to different aspects that need to be regarded when developing the software. Such a complex solution is also known as a hybrid product (or PSS - product service system) (Leimeister und Glauner 2008). A hybrid product is a combination of physical
products and services offered on the market as integrated service bundles (Becker und Krcmar 2008). In this context software is also regarded as a product, since it plays a substantial role in modern products.

Hybrid products can be characterized by the degree of individualization, process-integration and service-integration (Sawhney 2006). Service-integration means coordinated integration of product and service. Thereby the benefits for the customer in purchasing service bundles are higher than if he purchases the single product- and service-components separately. Process-integration means that hybrid products are seamlessly integrated into the processes of the customer. Therefore the supplier of hybrid products has to thoroughly know the customer processes. Individualization means that hybrid products have to be adapted to the customer wishes (Sawhney 2006). Becker and Krcmar (2008) point out that a bundle of the components, without any added value for the customer, does not increase the willingness to pay but does instead increase the desire for discounts.

Thus, the development of hybrid products requires a high degree of technological integration reflected by the integration of technological and organizational parts, the individualization, which means that the hybrid products are customized, and the transformation of solutions, which means that the customer-value is increased by the solution, and the different lifecycles of hybrid products’ components (Böhmann und Krcmar 2007; Berkovich et al. 2009b). These aspects have the consequence that the development of hybrid products has to be done differently than that of common products. In literature as well as in practice the parts of a hybrid product are handled separately (Leimeister und Glauner 2008).

There are also SaaS that do not fulfill the definition of hybrid products. An example for such a SaaS is the Google calendar. It is offered through internet and can be used by many different people. But it does not fulfill the criteria of individualization. Every user does use exactly the same software without the possibility to request individual changes from the solution provider.

In the focus of this paper are only SaaS that are also hybrid products. Therefore they regard the customer-individualization as important. That means the solution or parts of the solution have to be adapted to accurately fulfill the customer needs. “Software is developed to meet necessary and sufficient requirements, in a highly personalized, fine-grained, and transparent manner (Chen et al. 2005)”.

3 SaaS in the context of Hybrid Products

To analyze the requirements for the RE for SaaS as a hybrid product, it is necessary to understand the character of SaaS. Most papers discussing SaaS show different fields of application, general aspects regarding business economics, different views on the software- or service-part or they describe technical aspects.

In the context of software as a service and hybrid products two scenarios arise merging both topics, leading to new challenges for RE. In the first scenario SaaS
itself can be seen as a hybrid product (Figure 1), a bundle of software and services to address the needs of the customers. The software is often especially developed to be offered as a service, considering different requirements concerning data-handling or supporting different customers on the same software instance.

An example for SaaS is a CRM-software provided as a service through the internet (http://www.salesforce.com) that offers a web-based solution for sales, service, marketing and call-center. It can be characterized as a hybrid product.

Customer and service provider are different stakeholders, with different characteristics and requirements. Customers have requirements for the whole SaaS product, including service aspects and software functionality. They can be seen as a market, where market analysis techniques are necessary to elicit requirements. Service providers have requirements to integrate the software into their service processes. So the development of tightly integrated software and services requires close cooperation between software provider and service provider, but the service processes focus on deploying, delivering and supporting the software. In this scenario as well as in the second scenario, software/technology provider and service provider can be organizational units of the same organization or different organizations (Becker und Krcmar 2008). If both stakeholders are from the same organization, boundaries during the development process are easier to overcome.

In the second scenario, software as a service is used to enable face-to-face services (Figure 2). An example of such a hybrid product is a sports-coaching-service for workplace-health-promotion. Thus the participants in such an activity program use the software like standard software to view their workout schedules, document their activity and communicate with their coaches. The coaches of the service provider use the software to monitor and manage the participants. Through the use of the software, they support more participants as without support through software.

In this scenario, the functional requirements are not only derived from the customer but also from the service provider, who needs specific functionality to support his service processes. In contrast to the first scenario the coupling between service processes and software functionality is tighter. The requirements regarding deploying, delivering and supporting the software shift from the service provider
in the first scenario to the technology and service provider. Also needs arise to decide together, which service processes can be automated or supported through the software, to make the hybrid product efficient and scalable.

In both scenarios it is necessary to manage requirements for the hybrid product as a whole and their mappings to requirements for specific service- and software-components. The different stakeholders involved in developing the hybrid product have different requirements: Customers have requirements on the hybrid product as a whole. They do not differentiate between software and service components. Customers have requirements regarding functionality, availability (software and support), the integration into their own processes (key characteristic of hybrid products) and the security of their data. Service providers have requirements on software and service components. They may have a usage-based business model and corresponding requirements; e.g. that the software has to support usage-tracking. Other requirements may regard easy provisioning of the software, functionality to ease customer support or integration into customer processes.

In the second scenario, there are two SaaS relationships: between technology provider and customer and between technology provider and service provider. In the first case, the software offered is standardized for all customers with only little variance. In the second case the need for modularization and customization is stronger, especially if there is not only one service provider but different service providers, that use the same software to provide the service, for example in different geographical regions.

4 Requirements Engineering

As described in earlier sections SaaS is characterized by customer-individualization. Therefore the development of such products requires tight involvement of the customer. Only this way it can be assured that the needs of the customer are well understood and realized adequately. The integration of the customer is especially relevant for requirements engineering. The RE has the task to collect all requirements regardless of their source. The requirements have to be managed for
the solution as a whole. Requirements to different parts of the solution have to be stated commonly to ease interdisciplinary communication. Nonetheless differences between the different domains and their components have to be regarded; i.e. different requirement elicitation methods are suited for different domains.

The first phase of a development project is to gather the requirements. Within the next phases of the development it is necessary to manage the requirements. In software engineering requirements engineering is seen as a special field that is “concerned with the real-world goals for functions of and constraints on software systems. It is also concerned with the relationship of these factors to precise specifications of software behavior, and to their evolution over time and across software families. The subject of requirements engineering is inherently broad, interdisciplinary, and open-ended” (Zave 1997). Berenbach (2006) points out that the increasing complexity of products and projects results in the growing importance of RE in the development process. Defining the requirements for RE for hybrid products requires to understand the concepts of RE.

According to Sommerville and Kotonya (1998) RE consists of the following phases: elicitation, analysis and negotiation, documentation, and validation. Within the requirements elicitation the goals, wishes and requirements from the different stakeholders are to be gathered. In the following phase the requirements are modeled and documented. During the analysis the initially elicited requirements are refined and concretized. The purpose of requirements negotiation is to resolve conflicts regarding requirements between stakeholders. Validation of requirements is defined as “the process of evaluating software at the end of the software development process to ensure compliance with software requirements” (IEEE 1990).

Requirements traceability “refers to the ability to describe and follow the life of a requirement, in both, forwards and backwards, directions” (Gotel und Finkelstein 1994). In connection with the traceability it is important to assess the impact of changes of requirements to the already developed system and to other requirements. These assessments are being done during the change management.

5 Requirements for RE for SaaS

Up to now there exists no dedicated RE for hybrid products. In literature all involved domains have their own RE models, but there is no integrated one. SaaS consists of immaterial parts as software and services but also material parts as hardware on which the software is running. As a result of that also the lifecycles and the development methods are much different.

In section three it was described that the development of SaaS involves the software provider, service provider and the customer. Regarding the requirements engineering this means that there are two primary stakeholders that propose requirements to the developed solution. The customer has requirements to the software he will use and to the service that he will purchase. The service provider has
requirements to the software, because he has to administer the software and he has to provide it to customers. In the second scenario, the technology provider has similar requirements regarding provisioning and maintenance of the software as the service provider in the first scenario. These requirements are very different from their nature. Some are referring to a software product while others are referring to a service. Furthermore these requirements are realized by different domains. These are the main reasons for the challenges for requirements engineering of SaaS.

Based on our review of SaaS as a hybrid product and of RE in general, we derived seven requirements for the RE of hybrid products (table 1). As a justification of these requirements, characteristics of SaaS that motivate the requirements are given. Each requirement is described in detail in the following sub sections.

Table 1: Requirements and their justifications

<table>
<thead>
<tr>
<th>Characteristic of SaaS as hybrid Products</th>
<th>Requirement for the RE-Process</th>
</tr>
</thead>
<tbody>
<tr>
<td>• Integration of multiple components developed by different domains</td>
<td>1) Coordinated and integrated RE for all single components of SaaS</td>
</tr>
<tr>
<td>• Interdisciplinary development</td>
<td>2) Selection of the right stakeholders</td>
</tr>
<tr>
<td>• Customer and user are not the same</td>
<td>3) Better customer integration into the RE-process</td>
</tr>
<tr>
<td>• optimal satisfaction of customer needs</td>
<td>4) Consideration of changes of requirements after/during delivery</td>
</tr>
<tr>
<td>• customer-individualized products</td>
<td>5) Thorough and continuous documentation of requirements</td>
</tr>
<tr>
<td>• different lifecycles of different components of hybrid products</td>
<td>6) Consideration of the source of requirements during elicitation</td>
</tr>
<tr>
<td>• different sources of requirements</td>
<td>7) Consideration of the source of requirements during change-management</td>
</tr>
<tr>
<td>• single requirements are realized by different domains</td>
<td></td>
</tr>
<tr>
<td>• different elicitation methods for different sources of requirements</td>
<td></td>
</tr>
<tr>
<td>• main stakeholders: service-provider, customer</td>
<td></td>
</tr>
<tr>
<td>• changes can affect both service provider and software developer</td>
<td></td>
</tr>
</tbody>
</table>

5.1 Coordinated and integrated RE for all single components of SaaS

SaaS contains multiple components, such as software and services, which are combined into bundles. These single components, provided by different domains, namely software engineering and service engineering, should be integrated carefully. The single components of hybrid products are actually handled separately by literature and practice (Leimeister und Glauner 2008).
The requirements are usually stated for the entire solution. These requirements have to be split and stated for each part of the hybrid product. The RE-process has to be adjusted accordingly. If the requirements of the entire solution change, the impact of this change on the single parts of the hybrid product has to be evaluated.

5.2 Selection of the right stakeholders

"Requirements come from people, not books" (Alexander 2006). This statement underlines that it is very important to find the “right” stakeholders to get complete information on the requirements. The stakeholders have the task to state the requirements for the solution under development. A stakeholder is defined as “any group or individual who can affect or is affected by the achievement of the organization’s objectives” (McManus 2004). A wrong selection of stakeholders, that means a selection of stakeholders that are not relevant for the development of the system, can affect the further development negatively. In section 4 the characteristics and the main stakeholders of SaaS were described. A main stakeholder is the customer that wants to purchase the SaaS. He states requirements on the software and the service. The service-provider itself is an important stakeholder, because he maintains the software and has therefore his own requirements to it. Based on those requirements the software provider has to implement the software. The aspect of selecting the right stakeholders is especially important and difficult in interdisciplinary development. Stakeholders come from different domains and their requirements have to be understood and managed accordingly. In the case of SaaS requirements both on software and services have to be managed.

5.3 Better customer-integration into the RE-process

One of the most important attributes of hybrid products is their orientation on customers’ wishes and their satisfaction. The customer acceptance is growing with a higher fulfillment of customer requirements. Most companies have not understood that the integration of the customer into the RE-process helps to increase the understanding of customer-requirements and helps to implement the requirements correctly. Often the customer is only involved in the first phase during elicitation of requirements. Newer approaches from software engineering, especially agile methods like Extreme Programming (Beck 2000) involve the customer during the complete development process. But they don’t cover the service engineering part of the SaaS solution. After that phase the customer is hardly integrated into the process until the validation phase. Also in the phase of requirements analysis the customer has to be integrated. This especially facilitates the requirements negotiation, where conflicts between requirements are resolved and where misunderstandings between the customer and the developers are dissolved. The communication with the customer in these phases is problematic, because he has another “language” and another problem-understanding than the
developer (Abramovici und Schulte 2007). A precondition for the integration of the customer is that the customer and the developer are able to understand each other. It is important that the customer is not underestimated. The knowledge of the customer about technologies and possible solutions is becoming more and more realistic. The service provider should also be integrated into the RE of the software components, to assure a tight integration of software and service components.

5.4 Consideration of changes of requirements after delivery of the software

After the software development is completed and the software has been delivered to the service-provider, the life of SaaS is not over. Services are continually delivered. Therefore the lifecycles of different components of hybrid products are different. The RE-process has to be able to manage new requirements arising during use of the hybrid product. During the use of SaaS new requirements can be expressed by the customer. In this case it is necessary to analyze whether the software or the service is affected by the change. To do such an impact analysis traceability between requirements and the solution is needed.

5.5 Thorough and continuous documentation of requirements

Because a hybrid product consists of several components developed by different domains, the requirements have also different sources. The requirements on software and services are handled differently. When documenting the requirements its source has to be explicitly regarded, to support the traceability, validation, and handling of requirements after the development.

5.6 Consideration of the source of requirements during elicitation

Due to the insights gained above about the composition of SaaS as hybrid product, the sources of requirements have to be regarded carefully. Requirements for the hybrid product derive from the market. Therefore for eliciting requirements market analysis methods are used. The market analysis has to be carried out both by the service provider and the software producer. Requirements on the software either derive from requirements of the customer of the hybrid product, elicited by market analysis, or from the service provider. The latter can be elicited using methods known from software engineering like workshops, interviews, observations and scenarios (Pohl 2007). The idea of SaaS as a hybrid product is that the software producer develops individual software for a service provider, which himself offers this software as a service to a customer. In this context it is important to shape the communication between software producer and service provider so that it is guaranteed that the requirements of both the market and service provider are considered adequately. The attributes of software in the
context of SaaS offered as a software product and as a service should be regarded during the traceability, validation and change-management of requirements.

5.7 Consideration of the source of requirements during change-management

The requirements of both software and service can change. In the case of SaaS as a hybrid product all changes have to be carefully handled. If a change of the Software as a Service is requested, it has to be decided if only the service has to be changed or if the software itself has to be changed. Changes of the service alone have to be done by the service provider, while changes of the software have to be handled by the software producer and the service provider together.

6 Conclusion

In this paper the nature of Software as a Service has been described. SaaS has been set into relation with hybrid products, which have several commonalities with SaaS. The point of view of hybrid products enabled us to take a holistic view on SaaS, without favouring one part of them.

Then the role of requirements engineering in the development of SaaS has been clarified. From the characteristics and needs of SaaS, requirements to the RE process were derived. These requirements describe seven areas of requirements engineering, which are particularly important for SaaS. These areas for improvement should be addressed first by research and practice.

SaaS generates its main benefit by addressing the customer wishes better than classic software does. Thus, one of the main goals is to improve the customer-integration into the RE process. This way experiences with customer-integration, already made in the context of hybrid products can be transferred to SaaS.

The next step in research is to define a requirements engineering model for SaaS, based on the requirements presented in this paper. Such a model consists of an artifact and a process model. The artifact model describes the types of requirements that have to be specified for the solution as a whole and the refined requirements to the single domains involved in creating the solution. Also the relations between requirements beyond domain boundaries have to be captured.

This work will lead to a deeper understanding of requirements engineering and its integration into the overall development process of SaaS. For research this enables the possibility of a systematic integration of existing RE methods and techniques in the development of SaaS. In practice, through a comprehensive RE model, the collaboration between different domains involved in the development is enhanced. For the interdisciplinary communication, a common understanding, like provided by the RE model, is essential. The developed RE model also supports the refinement of requirements alongside the phases of RE and the partition-
ing of them into requirements for each domain. This way traceability as well as defined responsibilities for requirements can be established in practice. In general, the developed RE model will contribute to a more effective RE in practice and it will therefore improve the overall development process of SaaS.
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